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Abstract Recently, component-based software development is getting accepted in industry as a new effective software development paradigm. Since the introduction of component-based software engineering (CBSE) in later 90’s, the CBSE research has focused largely on component modeling, methodology, architecture and component platform. However, as the number of components available on the market increases, it becomes more important to devise metrics to quantify the various characteristics of components. In this Paper, we propose metrics for measuring the complexity, customizability, and reusability of software components. Complexity metric can be used to evaluate the complexity of components. Customizability is used to measure how efficiently and widely the components can be customized for organization specific requirement. Reusability can be used to measure the degree of features that are reused in building applications. We expect that these metrics can be effectively used to quantify the characteristics of components.
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1. Introduction

Object technologies have been often heralded as the silver bullet for solving software reuse problems since early 1980. However, it’s been known that objects are too small-grained units, especially for enterprise application development projects. Component technology has been introduced with new approach to address reusability problem in software development. Various component platforms such as COM\textsuperscript{+}, EJB, and CCM, component modeling techniques, component development tools, and component development processes were introduced [1,3,5]. Component-oriented software development requires a
considerably different approach from object-oriented (OO) methods[4]. While OO methods develop systems by defining functional and object models, component-based development (CBD) methods utilize commonality and variability (C&V) analysis, components, component’s interfaces, and relationships among components [1]. Therefore, various metrics developed for OO programming cannot be equally applied to CBD process. Hence, in this paper, we propose component metrics that can be efficiently applied in CBD process.

The paper is organized as follows. We first discuss relevant OO metrics. These metrics focus on object structure that reflects the complexity of each individual entity, such as methods and classes, and on external complexity that measures the interactions among entities, such as coupling and inheritance. Then, we show the limitations of existing OO metrics in applying to CBD. In chapter 3, we propose three metrics to measure component’s quality; complexity, customizability, and reusability. We define each metric and suggest the applicability of each metric in CBD. Chapter 4 presents a case study conducted with the proposed metrics. Also, we compare proposed metrics to existing metrics.

2. Related Works

2.1 Metrics for Object–Oriented System

Many different metrics have been proposed for object-oriented systems.

The object oriented metrics measure principle structures that, if improperly designed, negatively affect the design and code quality attributes[2,6,12]. Existing object oriented metrics are primarily applied to the concept of classes, coupling, and inheritance[11].

2.2 Weighted Methods per Class (WMC)

The WMC is a count of the methods implemented within a class or the sum of complexities of the methods (method complexity is measured by cyclomatic complexity). The second measurement is difficult to implement since not all methods are assessable within the class hierarchy due to inheritance. The number of methods and the complexity of the methods involved is a predictor of how much time and effort is required to develop and maintain the class. The larger the number of methods in a class, the greater the potential impact on children; children inherit all of the methods defined in the parent class. Classes with large numbers of methods are likely to be more application specific, limiting the possibility of reuse [7-10].

2.3 Limitations of Existing OO Metrics

In this section, we discuss difficulties of applying existing object-oriented metrics into component development and CBSD. It is not adequate in measuring component’s qualification with object-oriented metrics themselves discussed in previous section. The reason is that as following:

1. Measurement unit is different. OO metrics only focus on objects or classes. Component consists of one or more classes as well as one or more interfaces. Existing object-oriented metrics do not consider component itself or component’s interfaces on measuring complexity, cohesion, or coupling, and so on. Therefore, it is required new metrics that measure complexity of component itself.
2. Measurement factor is insufficient. Because object-oriented applications are developed with only classes, almost OO metrics measure the complexity or reusability by considering classes, methods, and depth of class hierarchy. However, considering only these factors is not adequate to measure the complexity or reusability of component because components have more much information such as interface, interface methods, and so on. While existing OO metrics do not consider customizability of classes or objects, customizability of component is very important in CBD because component’s customizability effects on reusability of components in CBD.

3. Definition of Component Metrics

We will propose some metrics to measure complexity, customizability, and reusability in this chapter. We define metrics to measure the quality of designed components as well as we propose metrics for measuring the quality of implemented components[13]. Therefore, proposed metrics
are classified into design metrics and implementation metrics.

3.1 Measuring the Complexity

To measure the complexity, the cyclomatic complexity is used in traditional program. Cyclomatic complexity (McCabe) is used to evaluate the complexity of an algorithm in a method. It is a count of the number of test cases that are needed to test the method comprehensively. The formula for calculating the cyclomatic complexity is the number of edges minus the number of nodes plus 2. A method with a low cyclomatic complexity is generally better. Cyclomatic complexity cannot be used to measure the complexity of a component because of inheritance in a component, but the cyclomatic complexity of individual methods can be combined with other measures to evaluate the complexity of the component. Therefore, we propose new complexity metric to measure complexity of a component by combining cyclomatic complexity: Component Complexity Metric (CCM). We classify CCM into four kinds of complexity metrics: component plain complexity (CPC), component static complexity (CSC), component dynamic complexity (CDC), and component cyclomatic complexity (CCC). While component cyclomatic complexity of these component complexity metrics is used in component implementation phase, other complexity metrics can be applied in component design phase.

3.1.1 CPC

The first approach used in order to measure the complexity of each component is CPC. CPC is a metric that measures the complexity of component itself by calculating the sum of classes, abstract classes, and interfaces, and the complexity of classes and methods. CPC is expressed by the following formula:

\[ \text{CPC}(C) = \text{CmpC} + \sum_{i=1}^{n} CC_i + \sum_{j=1}^{n} MC_j \]

where:

- \( \text{CmpC} \): is calculated by counting classes, abstract classes, and interfaces,
- \( \sum_{i=1}^{n} CC_i \): the complexity of each class, and
- \( \sum_{j=1}^{n} MC_j \): the complexity of each method.

The CmpC is calculated by counting classes, abstract classes, interfaces, and methods. The definition of CmpC is given by:

\[ \text{CmpC} = \sum_i \text{Count}(C_i) \times W(C_i) + \sum_i \text{Count}(I_i) + \sum_i \text{Count}(M_i) \times W(M_i) \]

where:

- \( \text{Count}(C) \): The count of the class of contained in a component,
- \( W(C) \): weight value of each class,
- \( I \): the interface of provided/used by a component,
- \( \text{Count}(M) \): The count of the methods of classes contained in a component, and
- \( W(M) \): weight value of each method.

Classes contained in a component are divided into internal classes and external classes. External classes are imported classes from other reused library or packages. Internal classes are identified classes during component analysis and design in a domain. We give weight value to internal classes because external classes are implemented classes. Also, methods of internal classes are given weight value because methods of external classes are only invoked.

The complexity of each class \( CC \) contained in a component is calculated by counting single attributes of each class as Single Attribute (SA) and complex attribute, (i.e. attribute which type is a class), as Complex Attribute (CA). Then, we define CC as following formula:

\[ CC = \sum_{i=1}^{n} \text{Count}(SA_i) + \sum_{j=1}^{n} \text{Count}(CA_j) \times W(CA_j) \]

where:

- \( \text{Count}(SA) \): The count of single attribute,
- \( \text{Count}(CA) \): The count of complex attribute,
- \( W(CA) \): Weight value of each complex attribute.

The complexity of each method of classes is calculated by counting parameters of each method. Simple argument is counted as SP, while complex argument, such as objects, is counted as CP. Also, complex arguments are given with weighted value because complex arguments contain another arguments in it. MC is given by following formula:
3.1.2 Component Static Complexity

The second approach used in order to measure the complexity of each component is CSC. CPC only focuses on the number of classes, interfaces, methods, and parameters declared in a component, while CSC focuses on how complex the component’s the internal structure. CSC is a metric that measures the complexity of internal structure in a component with a static view. Therefore, the static complexity of each component is calculated by counting relationships among classes contained in a component. We define the CSC as following formula:

\[
CSC = \sum_{i=1}^{n} (\text{Count}(R_i) \times W(R_i))
\]

where:
- \(\text{Count}(R)\): The count of each relationship between classes, and
- \(W(R)\): Weight value of each relationship.

There are four relationships between classes as UML specification.[4] According to accessibility between classes, the size of weight vale for the relationships is defined. We give the weight value as following priority:

Dependency<Aggregation<Generalization<Aggregation<Composition.

On counting relationships, if there are n-ary relationships among classes, n-ary relationship should be converted into binary relationship.

3.1.3 Component Dynamic Complexity

The third approach used in order to measure the complexity of a component is CDC. CSC only focuses on how complex the component’s the internal structure, while CDC focuses on how many message passing is occurred in a component. CDC is a metric that measures the complexity of internal message passing in a component with a dynamic view. Therefore, the dynamic complexity of each component is calculated by counting messages passed between classes contained in a component. We define the CDC as following formula:

\[
CDC = \sum_{i=1}^{n} DC(IM_i)
\]

where:
- \(\sum_{i=1}^{n} DC(IM_i)\): the complexity of each interface method.

\[
DC(IM) = \sum_{i=1}^{n} (\text{Count}(\text{Msg}_i) \times \text{Freq}(\text{Msg}_i) + \text{MC}(\text{Msg}_i))
\]

where:
- \(\text{Msg}\): the message passed between classes,
- \(\text{Freq}(\text{Msg})\): the frequency of messages passed between classes, and
- \(\text{MC}(\text{Msg})\): the complexity of each message, equal to the MC defined in [Def. 4].

3.1.4 Component Cyclomatic Complexity

The fourth approach used in order to measure the complexity of a component is CCC. While previous three metrics (i.e. COFP, CSC, CDC) are used in a component design time, CCC is used after the component implementation is finished. Therefore, other three metrics are calculated by using class diagram, interaction diagram, and component diagram, while CCC is computed by using developed source code. The difference between CPC and CCC is that the complexity of interface method declared in the interface of a component is based on cyclomatic complexity metric used in traditional program. CCC is defined as following formula:

\[
\text{CCC} = CmpC + \sum_{i=1}^{n} CC_i + \sum_{i=1}^{n} MC_i + \sum_{i=1}^{n} CCM_i
\]

where:
- \(CmpC\): the sum of classes, interfaces, and interface methods defined in [Def. 2],
- \(\sum_{i=1}^{n} CC_i\): the sum of complexity of each class contained in a component, and
- \(\sum_{i=1}^{n} MC_i\): the sum of complexity of each interface
method.

The complexity of each class and of each interface method is equal to the [Def. 3] and [Def. 4]. However, the cyclomatic complexity of each method implemented in a class may be computed because CCC is calculated by using implemented component source code. We define the cyclomatic component method as following formula:

\[ [\text{Def. 9}] = \sum_{i=1}^{n} CCM_i = \text{edges} - \text{nodes} + 2 \]

[Def.9] is referred to [9]. The formula for calculating the cyclomatic complexity is the number of edges minus the number of nodes plus 2.

\[ CV = \frac{\sum_{i=1}^{n} \text{Count}(\text{CVM}_i)}{\sum_{j=1}^{m} \text{Count}(\text{CIM}_j)} \]

where:
- CV: Component variability to measure customizability,
- Count(CVM): the count of method for customization
- Count(CIM): the count of method declared in each interface

According to [Def. 8], CVM is redefined as following formula:

\[ CV = \sum_{i=1}^{n} \left( \sum_{j=1}^{m} \text{Count}(\text{CVM}_i) \right) \]

where:
- Count(CVMa): the count of the method for attribute customization,
- Count(CVMm): the count of the method for behavior customization,
- Count(CVMw): the count of the method for workflow customization,
- W(CVMm): Weight value for behavior customization method, and
- W(CVMw): Weight value for workflow customization method.

As given in [Def. 11], we assign weight value into behavior customization methods and workflow customization methods. The reason is that those methods are more complex than attribute customization methods. Furthermore workflow customization methods are more complex than behavior customization methods because they contain several business methods in a workflow customization. Then, the priorities are given as following order: attribute customization method<behavior customization<workflow customization method.

3.2 Measuring the Customizability

The one of component’s characteristics is component customization. If a component does not provide customizable interfaces, reusability of a component becomes low because application developers want to customize reusing components according to theirs purpose. Therefore, customizability of component should be considered in a component development process. In this chapter, we present customizability metric may be used in a component design phase or after the component development.

In order to measure customizability, we use component’s variability methods as following formula:

\[ [\text{Def. 10}] \]

\[ CV = \sum_{i=1}^{n} \frac{\text{Count}(\text{CVM}_i)}{\sum_{j=1}^{m} \text{Count}(\text{CIM}_j)} \]

3.3 Measuring the Reusability

We propose two approaches to measure the reusability of component in this paper. The one is a metric that measures how a component has reusability, while the other is a metric that measures how a component is reused in a particular application.
The first approach is component itself reusability (CR). CR metric may be used at design phase in a component development process. CR is calculated by dividing sum of interface methods providing commonality functions in a domain into the sum of total interface methods. We define the CR as following formula:

\[
\text{CR} = \frac{\sum_{j=1}^{n} \text{Count}(CCM_j)}{\sum_{j=1}^{n} \text{Count}(CIM_j)}
\]

where:

- Count(CCM): The count of each interface method for providing common functions among several applications in a domain, and
- Count(CIM): The count of methods declared in interfaces provided by a component.

The second approach is a metric to measure particular component’s reuse level per application in a CBSD. We call that Component Reuse Level (CRL). CRL is divided into CRLLOCs and CRLFunc. While CRLLOCs is measured by using Lines of Code (LOC), CRLFunc is measured by dividing functionality that a component supports into required functionality in an application.

The CRLLOCs, expressed as a percentage, for a particular application is given by:

\[
\text{CRLLOCs}(C) = \left( \frac{\text{Reuse}(C)}{\text{Size}(C)} \right) \times 100\%
\]

where:

- Reuse(C): The lines of code reused component in an application,
- Size(C): The total lines of code delivered in the application.

The CRLFunc is expressed with:

\[
\text{CRLFunc}(C) = \frac{\text{Sum of supported functionality in a component}}{\text{Sum of required functionality in an application}}
\]

According to the [Def.14], the more many functions are supported in a component, the more much the reusability of a component in an application. If we apply this metric to a component used different applications for the same domain, we get the reusability of a component in a domain.

4. Case Study

This is the conclusions for our paper. 4. Case Study and Assessment

In order to measure complexity, reusability, customizability, we apply proposed metrics into several projects proceeded in the banking domain. The reason is that because various components for the same purpose may be developed in the same domain, we may measure the complexity, customizability, and reusability of components. In this chapter, we demonstrate the measurement results by applying metrics into component design and implementation. Also, we discuss the difference of between existing metrics and proposed metrics.

We will estimate the costs and effort for component development or component-based software development through measurement results obtained using the previous metrics. Furthermore, we measure the component’s quality when we register developed components in component repository.

4.1 Measurement Results of Complexity

In order to measure the complexity of each component in component design time, we should first develop component diagram. We apply proposed metrics into component diagram for banking domain. An example of component diagram is shown in [Figure 2]. The Figure 2 shows a part of banking component diagram such as customer management, employee management, and deposit management of banking domain.

As shown in Figure 2, there are three components: ‘Customer Management’, ‘Employment Management’, and ‘Deposit Management’. Also, there are one or more classes in the each component. We measure the complexity of each component by using proposed CPC and CSC. Also, CDC is measured by using sequence diagram for each component.
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For example, the CPC and CSC of ‘Customer Management’ and ‘Deposit Management’ are measured with:

\[
\text{CPC(Customer Management)} = 47 + 66 + 13 = 126,
\]

where,

\[
\text{CmpC} = 10 + 1 + 36 = 47,
\]

\[
\sum_{i} CC_i = 30 + 9 \times 4 = 66, \text{ and }
\]

\[
\sum_{j} MC_j = 5 + 2 \times 4 = 13.
\]

\[
\text{CSC(Customer Management)} = (0 \times 2) + (1 \times 4) + (4 \times 6) + (0 \times 8) + (0 \times 10) = 28.
\]

We give weight values for each relationship based on weight value table for relationships shown in Table 1.

**Table 1** Weight Value Table for Relationship

<table>
<thead>
<tr>
<th>Relationships</th>
<th>Weight Values</th>
</tr>
</thead>
<tbody>
<tr>
<td>Dependency</td>
<td>2</td>
</tr>
<tr>
<td>Association</td>
<td>4</td>
</tr>
<tr>
<td>Generalization</td>
<td>6</td>
</tr>
<tr>
<td>Aggregation</td>
<td>8</td>
</tr>
<tr>
<td>Composition</td>
<td>10</td>
</tr>
</tbody>
</table>

In order to measure the CDC of each component, we use sequence diagrams per a use case. An example of sequence diagrams is shown in Figure 3. Figure 3 shows the interactions among classes existent in a use case. The ‘OpenAccount()’ is the interface method declared in the interface of ‘Deposit Management’.

As depicted in Figure 3, there are several message flows among classes contained in a component such as deposit component. It is difficult to measure the complexity of ‘Deposit Management’ component with only class diagrams or component diagrams.

Therefore, it is enable to measure the dynamic complexity of each component with interaction diagrams. Applied CDC into this example diagram, the measurement result is given by:

\[
\text{DC(OpenAccount())} = 1 + 1 + 1 + 2 + 1 + 3 + 4 = 13.
\]

**Table 2** Measurements of Interface Methods

<table>
<thead>
<tr>
<th>Interface Methods</th>
<th>Deposit Management</th>
</tr>
</thead>
<tbody>
<tr>
<td>OpenAccount</td>
<td>13</td>
</tr>
<tr>
<td>CloseAccount</td>
<td>20</td>
</tr>
<tr>
<td>InquireAccount</td>
<td>9</td>
</tr>
<tr>
<td>InquireTransactionHistory</td>
<td>13</td>
</tr>
<tr>
<td>InquireCustomerAccount</td>
<td>9</td>
</tr>
<tr>
<td>Deposit</td>
<td>22</td>
</tr>
<tr>
<td>WithDraw</td>
<td>24</td>
</tr>
<tr>
<td>Transfer</td>
<td>17</td>
</tr>
<tr>
<td>InquireBookKeeping</td>
<td>11</td>
</tr>
<tr>
<td>AssignAccountId</td>
<td>2</td>
</tr>
<tr>
<td>CallInterest</td>
<td>5</td>
</tr>
</tbody>
</table>

Also we calculate the value of CCC for each component by using lines of code. We developed each component in forms of EJB Beans. Therefore, we measure the CCC of each component by combining CPC and cyclomatic complexity. The results are as following:

\[
\text{CCC(Customer Management)} = 47 + 66 + 13 + 98 = 224.
\]

\[
\text{CCC(Deposit Management)} = 114 + 69 + 68 + 70 = 321.
\]

Here we calculate the CCM by applying cyclomatic
complexity of each method. After the CCM of each method in each class contained in a component is calculated, the summation of values of each CCM becomes CCM of ‘Customer Management’ component. The resulting value is 98. The values of CmpC, the sum of class complexity, and the sum of method complexity are equal to the values of CPC.

We have learned that the measurement results of CCC are larger than of CPC. It means that the larger the complexity of CPC, the larger the complexity of CCC.

4.3 Measurement Results of Customizability

In order to measure the customizability of each component, we use the component specification for each component specification. During the component analysis, we identified commonality and variability of components will be developed in a domain. Then, identified variability methods are described as customization methods in component specifications at design phase. Customization methods of ‘Customer Management’ and ‘Deposit Management’ are described in Table 3.

We measure the customizability of ‘Customer Management’ component and ‘Deposit Management’ component by using CV metric. The results obtained are given by:

\[ CV(\text{Customer Management}) = \frac{2}{11} \approx 0.18. \]
\[ CV(\text{Deposit Management}) = \frac{2}{11} \approx 0.18. \]

For example, there are two customization methods in the ‘Deposit Management’ Component. Therefore, the CV(Deposit Management) may be calculated by dividing customization methods into total interface methods.

4.4 Measurement Results of Reusability

We measure the reusability by using CRLFunc and CRLOCs. CRLFunc is applied into designed components, while CRLOCs is applied into implemented applications because CRLOCs measures the percentage how many parts of a component is reused in an application. For example, CRLFunc of ‘Deposit Management’ component and ‘Customer Management’ component is obtained with:

\[ \text{CRLFunc (Customer Management)} = \frac{9}{9} = 1 \]
\[ \text{CRLFunc (Deposit Management)} = \frac{9}{11} \approx 0.819 \]

We developed component-based banking systems by using ‘Customer Management’, ‘Deposit Management’, and ‘Employee Management’. Then we measure the reuse level of each component in banking system development through lines of code.

The measurement results of each component are given by:

\[ \text{CRLOCs (Customer Management)} = \frac{34}{576} \times 100\% \approx 5.9\% \]
\[ \text{CRLOCs (Deposit Management)} = \frac{28}{576} \times 100\% \approx 4.9\% \]

4.5 Assessment

In this section, we discuss different metrics proposed in this paper to measure component’s quality and their pros and cons. Table 4 lists approaches and factors to measure component’s quality.

<table>
<thead>
<tr>
<th>Table 4</th>
<th>Comparisons of Different Metrics</th>
</tr>
</thead>
<tbody>
<tr>
<td>Class</td>
<td>CPC</td>
</tr>
<tr>
<td>Interface</td>
<td>0</td>
</tr>
<tr>
<td>Class Method</td>
<td>0</td>
</tr>
<tr>
<td>Interface Method</td>
<td>0</td>
</tr>
<tr>
<td>Attributes</td>
<td>0</td>
</tr>
<tr>
<td>Relationship</td>
<td>0</td>
</tr>
<tr>
<td>Messages</td>
<td>0</td>
</tr>
<tr>
<td>Cyclomatic complexity</td>
<td>0</td>
</tr>
<tr>
<td>Customization Methods</td>
<td>0</td>
</tr>
<tr>
<td>Common Method</td>
<td>0</td>
</tr>
<tr>
<td>Lines of Code</td>
<td>0</td>
</tr>
</tbody>
</table>

As shown in Table 4, the number of factors of metrics applied in design time is fewer than the number of factors
of metrics applied in implementation time. Therefore, measurement results of complexity or reusability by using CCC and CRLLOCs are more accurate than of by using CPC, CSC, CDC, and CR.

However, we estimate the size of component, costs, or efforts required in component development or component-based software development because CPC, CSC, CDC, and CR may be measured early in CBD.

<table>
<thead>
<tr>
<th>Table 5</th>
<th>Component-Oriented Metrics Effects</th>
</tr>
</thead>
<tbody>
<tr>
<td>Metrics</td>
<td>Objective</td>
</tr>
<tr>
<td>CPC</td>
<td>↓</td>
</tr>
<tr>
<td>CSC</td>
<td>↓</td>
</tr>
<tr>
<td>CDC</td>
<td>↓</td>
</tr>
<tr>
<td>CCC</td>
<td>↓</td>
</tr>
<tr>
<td>CV</td>
<td>↑</td>
</tr>
<tr>
<td>CRLLOC</td>
<td>↑</td>
</tr>
</tbody>
</table>

*C.T.E: Component Testing Efforts, Und: Understandability, Main: Maintainability, C.D.E: Component Development Effort, CBSD.E: CBSD Effort, Cust: Customizability

Proposed component-oriented metrics help evaluate the development and testing efforts needed, understandability, maintainability, and reusability. This information is summarized in Table 5.

Proposed component-oriented metrics provide valuable information to component developers, component assemblers, application developers and project managers.

5. Concluding Remarks

In this paper, we have measured the complexity, customizability, and reusability of components produced during component development process for banking domain. Several different metrics have been for this purpose, CPC, CSC, CDC, CCC, CV, CR, and CRL. Especially we applied CRL to measure the reuse level of developed components into component-based banking systems.

We have found that the complexity of a component may help to estimate the component’s size. Also, reusability and customizability of components effect on the reusability of components during component based software development.

Finally, we have found that lines of code of components are suitable for measurements of reusability in CBSD. However, we do not consider the complexity of technical complexity of each component. We will expect that the complexity and reusability of components may be calculated by using function points. Traditional function points are not suitable in component based software development. We will research the component-oriented function points and complexity metrics.
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